# 1.1 Three.js基本框架

在本网站[第1课 绘制一个三角形](http://shiba.hpe.sh.cn/jiaoyanzu/wuli/ShowArticle.aspx?articleId=1248)等一系列文章中，使用的都是WebGL原生API来编程。但之后就应该自己编写一个代码库，以用于随后的通用3D编程，这样就可以将相对复杂的原生API封装起来，提高编程效率。

现在有很多不错的WebGL开源框架，Three.js就是其中的一个，它是一个3D JavaScript库，封装了底层的图形接口，使得程序员能够在无需掌握繁冗的图形学知识的情况下，也能用简单的代码实现三维场景的渲染。它是由西班牙程序员Ricardo Cabello Miguel开发的，此人更出名的网名为Mr.doob。

Three.js在地址为<http://mrdoob.github.io/three.js/>，在那儿你可以下载到全部源代码、文档和示例，我使用的版本为r71。

本文会建立一个Three.js基本框架，以后的示例都是在这个框架的基础上实现的。我们会将“第1课 绘制一个三角形”的步骤用这个框架再实现一次。接下来的绝大多数示例都参考自《Learning Three.js：The Javascript 3D Library for WebGL》，在本网站可下载到此书的电子英文版和源代码。

## 基本框架

在WebGL原生API中，要在页面上生成内容，大致需要以下几步：

* 创建WebGL上下文
* 创建顶点缓冲（和索引缓冲）
* 创建顶点着色器和片段着色器
* 编译着色器
* 创建程序对象和链接着色器
* 绘制场景

而要构建一个Three.js框架，必须拥有三样东西：

* + 渲染器（renderer）对象：负责创建WebGL上下文，绘制场景。
  + 场景（scene）对象：场景是最上级的对象，用于容纳所有的其他图形对象（网格、相机等）。
  + 相机（camera）对象：定义我们在渲染好的scene中能够看到些什么。

下面就是网页代码：

<!DOCTYPE html>

<html>

<head>

<title>示例01.01 – 基本框架</title>

<script src="Scripts/jquery-2.1.3.min.js"></script>

<script src="Scripts/Threejs/three.min.js"></script>

<style>

body{

/\* 将margin设置为0，overflow设置为hidden，可让浏览器显示全屏 \*/

margin: 0;

overflow: hidden;

}

</style>

</head>

<body>

<!-- 作为Canvas容器的div -->

<div id="WebGL-output">

</div>

<script type="text/javascript">

// 页面加载完毕后，就可以运行Three.js了。

$(function () {

var stats = initStats();

// 创建渲染器，并设置视口大小和清除色

var renderer = new THREE.WebGLRenderer();

renderer.setClearColor(0x00204d);

renderer.setSize(window.innerWidth, window.innerHeight);

// 将WebGL的输出canvas放置到div中

$("#WebGL-output").append(renderer.domElement);

// 创建scene对象，用来容纳网格、相机、光源等对象

var scene = new THREE.Scene();

// 创建相机

var camera = new THREE.PerspectiveCamera(45, window.innerWidth / window.innerHeight, 0.1, 1000);

// 设置相机位置，观察目标设置为场景中央

camera.position.x = 0;

camera.position.y = 0;

camera.position.z = 3;

camera.lookAt(scene.position);

renderer.render(scene, camera);

});

</script>

</body>

</html>

以上代码还使用了jquery库，这不是必须的，但可以让某些DOM操作更加便捷。

若现在运行程序，只会显示墨绿色的背景，我们需要在场景中添加一个黄色的三角形。

## 添加网格（Mesh）对象

Three.js中绘制的绝大多数对象都是网格（Mesh），一个Mesh通常是由一个几何体（Geometry）对象和一个材质（Material）对象组合而成。

其中Geometry对象保存了Mesh对象的顶点信息和索引信息，而Material对象保存与渲染效果相关的属性。通过设置材质可以改变物体的颜色、纹理贴图、光照模式等。

Three.js并没有内置三角形的几何体对象，所以我们需要从几何体基类Geometry自己定义顶点和索引。代码如下：

var triangleGeometry = new THREE.Geometry();

// 三角形的三个顶点坐标

triangleGeometry.vertices.push(new THREE.Vector3(0.0, 0.5, 0.0));

triangleGeometry.vertices.push(new THREE.Vector3(-0.5, -0.5, 0.0));

triangleGeometry.vertices.push(new THREE.Vector3(0.5, -0.5, 0.0));

// 其实是设置顶点索引

triangleGeometry.faces.push(new THREE.Face3(0, 1, 2));

我们只需要将这个三角形设置为黄色，所以只需要用到最简单的材质——MeshBasicMaterial，代码如下：

// 设置材质，只是简单将颜色设置为黄色

var triangleMaterial = new THREE.MeshBasicMaterial({ color: 0xffff00 });

最后由以上两个对象生成网格对象，并添加到场景中。

// 由几何体和材质创建网格，并添加到场景中

var triangle = new THREE.Mesh(triangleGeometry, triangleMaterial);

scene.add(triangle);

## 添加动画

接来下添加动画。requestAnimationFrame()函数是专门为创建脚本式动画而设计的，它比传统的setInterval()和setTimeout()方法更适合于创建动画。用setlnterval()或setTimeout()方法创建动画时，需要确定动画更新的最佳频率。但是这个最佳频率对于动画的的设计人员来说是很难确定的。但是，浏览器可以比较容易确定这个最佳频率的。浏览器上可能会同时运行多个动画，这可能会影响这个帧频。在这种情形下，浏览器会降低所有动画的帧频，这样它们就以流畅但稍低的频率执行动画。

在代码中，需要将renderer.render(scene, camera);替换为以下代码：

render();

function render() {

// 让三角形绕y轴旋转

triangle.rotation.y += 0.02;

requestAnimationFrame(render);

renderer.render(scene, camera);

}

如果现在运行代码，就可以看到一个黄色三角形正在绕竖直的y轴旋转。你会发现有一半时间三角形会变得不可见，这是因为没有在材质中没有将side属性设置为THREE.DoubleSide的缘故。

这里还引入了一个小的辅助库，它可以检测出动画的帧频。要显示这个统计图形，需要先引入这个库

<script src="Scripts/Threejs/stats.js"></script>

然后添加一个<div>元素作为容器：

<div id="Stats-output"></div>

最后初始化统计对象并添加到<div>元素中：

function initStats() {

var stats = new Stats();

stats.setMode(0); // 0: fps, 1: ms

// 将状态信息放置到屏幕左上角

stats.domElement.style.position = 'absolute';

stats.domElement.style.left = '0px';

stats.domElement.style.top = '0px';

$("#Stats-output").append(stats.domElement);

return stats;

}

别忘了初始化对象：

$(function () {

var stats = initStats();

…

}

以及在render()方法中调用它的update()方法

function render() {

stats.update();

…

}

## 使用dat.GUI库

最后我们还要使用一个名为dat.GUI的库创建一个简单的用户界面，用以修改代码中的变量。

首先要在<header>元素中添加这个库：

<script src="/Scripts/Threejs/dat.gui.min.js"></script>

接下来要定义一个JavaScript对象，用来保存我们想要通过dat.GUI库修改的那些变量。本例中添加了2个变量，用来控制三角形的颜色和是否以线框模式绘制三角形。

var controls = new function () {

this.color = triangleMaterial.color.getStyle();

this.wireframe = triangleMaterial.wireframe;

}

接下来把这个对象传递给dat.GUI对象：

var gui = new dat.GUI();

gui.addColor(controls, 'color').onChange(function (e) {

triangle.material.color.setStyle(e);

});

gui.add(controls, 'wireframe').onChange(function (e) {

triangle.material.wireframe = e;

});

至此我们已经完成了全部的任务。程序截图如下：

![](data:image/png;base64,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)

## 完整代码

<!DOCTYPE html>

<html>

<head>

<title>示例01.01 - 基本框架</title>

<script src="Scripts/jquery-2.1.3.min.js"></script>

<script src="Scripts/Threejs/three.min.js"></script>

<script src="Scripts/Threejs/stats.js"></script>

<script src="Scripts/Threejs/dat.gui.min.js"></script>

<style>

body{

/\* 将margin设置为0，overflow设置为hidden，可让浏览器显示全屏 \*/

margin: 0;

overflow: hidden;

}

</style>

</head>

<body>

<div id="Stats-output">

</div>

<!-- 作为Canvas容器的div -->

<div id="WebGL-output">

</div>

<script type="text/javascript">

// 页面加载完毕后，就可以运行Three.js了。

$(function () {

var stats = initStats();

// 创建渲染器，并设置视口大小和清除色

var renderer = new THREE.WebGLRenderer();

renderer.setClearColor(0x00204d);

renderer.setSize(window.innerWidth, window.innerHeight);

// 将WebGL的输出canvas放置到div中

$("#WebGL-output").append(renderer.domElement);

// 创建scene对象，用来容纳网格、相机、光源等对象

var scene = new THREE.Scene();

// 创建相机

var camera = new THREE.PerspectiveCamera(45, window.innerWidth / window.innerHeight, 0.1, 1000);

// 设置相机位置，观察目标设置为场景中央

camera.position.x = 0;

camera.position.y = 0;

camera.position.z = 3;

camera.lookAt(scene.position);

var triangleGeometry = new THREE.Geometry();

// 三角形的三个顶点坐标

triangleGeometry.vertices.push(new THREE.Vector3(0.0, 0.5, 0.0));

triangleGeometry.vertices.push(new THREE.Vector3(-0.5, -0.5, 0.0));

triangleGeometry.vertices.push(new THREE.Vector3(0.5, -0.5, 0.0));

// 其实是设置顶点索引

triangleGeometry.faces.push(new THREE.Face3(0, 1, 2));

// 设置材质，只是简单将颜色设置为黄色

var triangleMaterial = new THREE.MeshBasicMaterial({ color: 0xffff00 });

// 由几何体和材质创建网格，并添加到场景中

var triangle = new THREE.Mesh(triangleGeometry, triangleMaterial);

scene.add(triangle);

// 设置三角形颜色和线框模式的js对象

var controls = new function () {

this.color = triangleMaterial.color.getStyle();

this.wireframe = triangleMaterial.wireframe;

}

// 添加用户界面

var gui = new dat.GUI();

gui.addColor(controls, 'color').onChange(function (e) {

triangle.material.color.setStyle(e);

});

gui.add(controls, 'wireframe').onChange(function (e) {

triangle.material.wireframe = e;

});

render();

function render() {

stats.update();

// 让三角形绕y轴旋转

//triangle.rotation.y += 0.02;

requestAnimationFrame(render);

renderer.render(scene, camera);

}

function initStats() {

var stats = new Stats();

stats.setMode(0); // 0: fps, 1: ms

// 将状态信息放置到屏幕左上角

stats.domElement.style.position = 'absolute';

stats.domElement.style.left = '0px';

stats.domElement.style.top = '0px';

$("#Stats-output").append(stats.domElement);

return stats;

}

});

</script>

</body>

</html>